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#### Abstract

This paper presents a technique for fast addition of multi-digit BCD numbers. The addition of all columns can be performed simultaneously, and the carry values are utilized only in the final stage of the addition. Thus the traditional carry propagation process is drastically reduced, hence speeding up the addition process. The addition technique is used in the summation of partial products generated during a new multiplication approach proposed in the paper resulting in a faster multiplication.
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## 1. Introduction

Binary coded decimal (BCD) can represent decimal numbers 0 to 9 in 4-bit binary equivalents. Figure 1 shows unpacked $B C D$ representations of decimal digits. Unpacked BCD representation allows only one decimal digit per byte. This means that in an unpacked representation of any BCD number the upper four bits are zero. It is possible to pack two decimal digits into a single byte; this is known as packed $B C D$ representation. The value of each 4-bit can range from 0 to 9 although a 4-bit data allows value from 0 to 15 . The addition of unpacked or packed BCD numbers follows the general rule of binary addition. If during the addition process an invalid BCD number is produced or a carry is generated then an adjustment is necessary to correct the sum. This is traditionally done by adding 6 to the sum [1].

| Decimal Number | BCD |
| :---: | :---: |
| 0 | 00000000 |
| 1 | 00000001 |
| 2 | 00000010 |
| 3 | 00000011 |
| 4 | 00000100 |
| 5 | 00000101 |
| 6 | 00000110 |
| 7 | 00000111 |
| 8 | 00001000 |
| 9 | 00001001 |

Figure 1. Unpacked BCD representation
The use of decimal arithmetic in commercial and financial data processing has been on the rise in recent years [2]. This is in spite of the simplicity and efficiency of binary number based computing systems. In such a system, the decimal data has to be converted to binary first, and after the data processing task has been completed the resulting binary data is reconverted to decimal format.

However, the conversion between decimal and binary formats introduces significant delay to the computation task [3]. Furthermore, binary representation of certain decimal fractions require unacceptably high number of bits for accurate representation; an approximate representation of fractions compromises the accuracy of the final result [4]. The BCD representation of decimal fractions avoids errors in representing and calculating such values. The conversion of a BCD number for display is a simple digit by digit mapping that can be done in linear time. Furthermore in the BCD representation of a number, adding a new digit to the number requires just appending a 4-bit data to the BCD number. The disadvantages of BCD compared to typical binary representations are a small increase in the complexity of the circuits needed to implement basic arithmetic operations and less efficient usage of storage.

Several techniques have been proposed in recent years for faster BCD adder design [5,6,7]. This paper presents a new way to design fast BCD adder. Initially all BCD digits are assigned binary values such that half of them receive positive values and the other half get negative values; these values are not the same as the binary patterns used to represent each decimal digit in BCD. The sum of two BCD digits obtained are adjusted (if necessary) based on the overflow bit (if one is generated) and the sign bit of the sum. The next BCD digit in the list of addends is then added to this partial sum; this process is continued till all the BCD digits in list are used. and the composite sum and the associated carry bits are stored.

If multiple columns of BCD digits are to be added, the digits in each individual column are added simultaneously and the resulting sum and carry patterns are added in such a way that the final result as well as intermediate addition results are automatically in BCD format, no additional adjustments are necessary.

A system based on BCD representations of decimal fractions avoids errors representing and calculating such values. The conversion of a BCD number for display is a
simple digit by digit mapping that can be done in linear time. Furthermore in the BCD representation of numbers adding a new 4 -bit data to the BCD representation of the original number. The disadvantages of BCD compared to typical binary representations are a small increase in the complexity of the circuits needed to implement basic arithmetic operations and less efficient usage of storage.

This paper presents a new way to design fast BCD adder. Initially all BCD digits are assigned binary values such that half of them receive positive values and the other half get negative values; these values are not the same as the binary patterns used to represent each decimal digit in BCD. The sum of two BCD digits obtained are adjusted (if necessary) based on the overflow bit (if one is generated) and the sign bit of the sum. The next BCD digit in the list of addends is then added to this partial sum; this process is continued till all the BCD digits in list are used. and the composite sum and the associated carry bits are stored. If multiple columns of BCD digits are to be added, the digits in each individual column are added simultaneously and the resulting sum and carry patterns are added in such a way that the final result as well as intermediate addition results are automatically in BCD format, no additional adjustments are necessary.

## 2. New Technique for BCD Addition

The proposed approach is different from the traditional way of sum generation; each number in a column of decimal digits is replaced first as indicated in Figure 2. Notice that the numbers 1 to 5 are represented by their binary values. The binary representations of the rest of the numbers i.e. $6,7,8$ and 9 are derived by subtracting 10 from each, and the resulting negative numbers $-4,-3,-2$ and -1 respectively are replaced by their 2 's complement binary representations.

| 0 | 0000 |
| :--- | :---: |
| 1 | 0001 |
| 2 | 0010 |
| 3 | 0011 |
| 4 | 0100 |
| 5 | 0101 |
| 6 | 1100 |
| 7 | 1101 |
| 8 | 1110 |
| 9 | 1111 |

Figure 2. Conversion of decimal numbers to signed binary
Before formally presenting the proposed the BCD summation technique let us illustrate the carry and the sum generation by performing the following addition:
$6+3+4+7$.
The decimal values are first replaced by their binary equivalents using Figure 2.

| 6 | 1100 |
| :--- | :--- |
| 3 | 0011 |
| 4 | 0100 |
| 7 | 1101 |

The sum of 6 and 3 is 1111 which is 9 as indicated in Figure 2. Next 4 (0100) is added to 1111 resulting in 1,0011 i.e. 13. Finally, 7 (1101) is added to this partial sum resulting 10,0000 which is 20 in BCD . In general while adding BCD digits based on this approach we need to consider both the carry bit and possible overflow resulting during each stage of the addition process. An overflow occurs if the carry-in to the sign (most significant) bit is different from the carry-out of the sign bit. In the addition example illustrated above no overflow flow was generated at any stage. In most instances, the partial sum generated need to be adjusted based on the carry out bit and/or the overflow bit generated during the partial sum generation process. We need to consider four possible cases:

Case i. Overflow and sign bit of sum is 0 i.e. sum is positive
Case ii. Overflow and sign bit of sum is 1 i.e. sum is negative
Case iii. No overflow and sign bit of sum is 0
Case iv. No overflow and sign bit of sum is 1
Case i can arise only if the first two bits of an addend are 10 and the first two bits of the other addend are also 10 or 11. Since none of the numbers in Figure 1 have 10 as the first bits this situation may arise only during the summation of two numbers at an intermediate stage.

Case ii is possible only when the first two bits of both addends are 01 (e.g. when 4 and 5 are added together, or 4 added to 4 or 5 added to 5).

Case iii is possible only when an addend with first two bits 01 are added to an addend with first two bits 11 (e.g. when 4 and 6 are added together).
Case iv arises only if the first two bits of one addend are 11 and those of the other addend are also 11 or 00 .
Algorithm for BCD addition
Step 1. Replace each decimal digit in a column by its binary equivalent using Figure 2.

Step 2. Add the first two binary numbers in a column to generate a partial sum; as indicated previously this may need to be adjusted based on the carry out bit and/or the overflow bit generated during the partial sum generation process.

Choose one of the following options based on the status of the overflow and the sign bit:

Case i. Overflow =Yes, Sum = Positive Add 1010 to the sum and ignore carry resulted from this addition i.e. no changes in the original carry bits are necessary.

Case ii. Overflow $=$ Yes, Sum $=$ Negative
Add 0110 to the result to adjust the sum..
Case iii. Overflow $=$ No, Sum $=$ Positive
No adjustment to the partial sum is needed.
Case iv. Overflow $=$ No, Sum $=$ Negative
Add 1010 to adjust the sum and ignore the carry bit i.e. there no changes to the carry bits that existed before the adjustment.

Step 3. Add the carry bits of each column to the sum bits of its left column. This operation can be carried out simultaneously for all columns.

Step 4. The resulting carry and sum bits are added as in step iv.

Step 5. Repeat step 4 till no carry bits are generated during a summation. The resulting sum is the final result of the addition

To illustrate the algorithm let us perform the addition of the following BCD numbers in a single column


Let us first add 7 and 8; the corresponding binary numbers as shown in Table 1 are

|  | $\begin{aligned} & 1101 \\ & 1110 \end{aligned}$ |  |
| :---: | :---: | :---: |
|  | 1,1011 | (case iv) |
| Add 5 to the sum | 0101 |  |
|  | 10,0000 | (case iii) |
| Add 7 to the sum | 1101 |  |
|  | 10,1101 |  |
| Add 3 to the sum | 0011 |  |
|  | 11,0000 | (case iii) |

Thus the actual sum is 00110000 i.e. decimal 30.
As another example let us add the following BCD numbers

$$
\begin{gathered}
929 \\
838 \\
619 \\
788 \\
159 \\
278
\end{gathered}
$$

The replacement of the digits in each column is as indicated in Figure 1. The individual sum of

| 9 | 1111 | 2 | 0010 | 9 | 1111 |
| :--- | :--- | :--- | :--- | :--- | :--- |
| 8 | 1110 | 3 | 0011 | 8 | 1110 |
| 6 | 1100 | 1 | 0001 | 9 | 1111 |
| 7 | 1101 | 8 | 1110 | 8 | 1110 |
| 1 | 0001 | 5 | 0101 | 9 | 1111 |
| 2 | 0010 | 7 | 1101 | 8 | 1110 |

$$
001100 \overline{1100101} 100 \quad 01010001
$$

The final sum of the addition is derived as follows:


Replacing each 4-bit binary number(shown in bold) by its equivalent decimal value results in sum of 3611 in BCD.

## 3. An Approach for Fast Multiplication

In this section we present a technique for multiplication. It utilizes the addition technique introduced earlier for the summation of partial products that are generated during the multiplication process, thereby significantly speeding up the multiplication process.

Let us illustrate the multiplication process by multiplying $\mathrm{X}=\mathrm{x}_{\mathrm{n}-1} \mathrm{x}_{\mathrm{n}-2} \ldots . . \mathrm{x}_{0}$ by $\mathrm{M}=\mathrm{m}_{\mathrm{n}-1} \mathrm{~m}_{\mathrm{n}-2} \ldots \ldots \mathrm{~m}_{0}$. The multiplication of $X$ by $m_{n-1}, \mathrm{~m}_{n-2}$ etc. can be carried out simultaneously. The intermediate product resulting from multiplying X by $\mathrm{m}_{\mathrm{n}-1}$ is recorded as follows:

digit of the two-digit product term, and $0 \leq \mathrm{r}_{\mathrm{i}} \leq 9$ and $0 \leq$ $\mathrm{s}_{\mathrm{i}} \leq 9$.

Next the first digit of each term is added to the second digit of its previous term as shown below:


This process of adding $\mathrm{s}_{\mathrm{i}-1}$ to $\mathrm{r}_{\mathrm{i}-2}$ to is continued till each sum is a single digit. The partial product terms are then rearranged as follows and added using the addition technique proposed in section 2.

As an example let us perform $899 \times 678$. The result of multiplying 899 by 6 is as shown below As an example let us perform $899 \times 678$.

The result of multiplying 899 by 6 is as shown below
$48 \quad 54 \quad 54$
The next step is to add the first digit of each term to the second digit of its previous term as discussed above:

$\begin{array}{llll}5 & 3 & 9 & 4\end{array}$

Similarly the results of multiplying 899 by 7 is

and by 8 is


These partial products can be derived in parallel, and are then added as shown below

| 5 | 3 | 9 | 4 |  |  |
| :--- | :--- | :--- | :--- | :--- | :--- |
|  | 6 | 2 | 9 | 3 |  |
|  |  | 7 | 1 | 9 | 2 |


$\begin{array}{llllll}5 & 10 & 9 & 5 & 2 & 2\end{array}$ $\searrow \vee$
$\begin{array}{llllll}6 & 0 & 9 & 5 & 2 & 2\end{array}$

## 4. Conclusion

This paper presents an approach for fast addition of multi-digit BCD numbers. It assigns both positive and negative binary numbers to the BCD digits. The sum of each column of BCD digits are generated in parallel; the sum and the associated carry bits are then added together using minimum number of additional steps to obtain the final sum. The addition of all columns can be performed simultaneously, and the carry values are utilized only in the final stage of the addition. Thus the traditional carry propagation process is drastically reduced, thereby
significantly improving the speed of adder operation. It is also shown that the BCD addition approach presented here can be efficiently utilized to add the partial product terms generated during the multiplication process of two multidigit numbers.
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